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Figure 1: Impact of Schema Evolution in Graph Databases

ABSTRACT
Graph databases offer a flexible storage of interconnected data.
Due to NoSQL databases being schema-less, heterogeneous data
can occur when performing data changes. Evolution is conducted
through so-called evolution operations like add, rename, delete,
merge, copy, move or split. As a user cannot foresee the results
of the evolution operation, neither the amount of data changes
nor the possible schema violations or a relaxed schema, a system
to show the impact of evolution is essential. To ensure schema
conformity, we present an approach to close the gap of a schema
management tool for graph databases in order to estimate and
illustrate the impact of evolution on the schema level. To illustrate,
explore, evolve and change the schema, all required information
is handled through a schema management layer in the Nautilus
program. Besides extracting the schema, so-called structure profiles
are designed for an initial data exploration. The preview of the
schema and structure profiles shows the impact of evolution on the
data by comparing versions. Moreover, the system uses an intuitive
syntax to also enable the usage of graph databases for non-experts.
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1 PROBLEM
To store highly interconnected data, graph databases are preferred.
When operating a database over a long period, data undergoes
change, manipulation or updates. This is accomplished through
single-type (add, rename, delete), multi-type (copy, move, split,
merge) and graph-specific operations (transform defined in [26]),
describing the change of entity types (nodes or relationships) into
one another. Considering context when looking at evolution is
therefore, utmost important, especially for graph databases.

As graph databases can be schema-less, heterogeneity can occur
through optional elements or structural error like in the Manager
node in Figure 1. Detecting such phenomena is necessary to provide
an overview of the current schema and statistics of the accessed
data, which must be handled through a schema management layer.
Especially for cooperative work on a database, this is a major point
to ensure transparency. Also, heterogeneity can be either intended
or causes structural errors. Consequently, our goal is to involve
users by informing them about such occurrences through structure
profiles and giving the option to make changes. Such changes can
range from using evolution operations to fix structural errors to
correcting a given input before executing an operation. A preview
option aims to prevent unintended outcomes by illustrating version
n+1 (= after the evolution) of the data beforehand. The necessity of
a preview – illustrating the schema and structure profiles – is the
consequence of not being able to predict the impact of evolution
operations on the schema, especially for large datasets. Figure 1
demonstrates the impact of evolution by copying a label, resulting
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Figure 2: Architecture of Nautilus

in three different schema of nodes with the label Professor. Fur-
thermore, the proposed program uses our evolution language with
an intuitive syntax to conduct schema evolution.

2 EXPECTED CONTRIBUTIONS
The novelty of the proposed work lies in the following aspects
which will be integrated in the Nautilus tool:

• A Schema Management Layer (SML), on base of which the
schema and statistical information can be extracted and com-
pared.

• The detection of graph schema constraints (or conditions).
• The extraction of structure profiles to easily detect multi-
labeling, overlapping types (see Figure 1) and optional and
mandatory elements to outline heterogeneous data.

• Compare the schema before and after the evolution.
• A graph-like schema visualization including the structure
profiles to extend the use of graph databases for interdisci-
plinary research projects.

3 RELATEDWORK
Meta-ModelApproaches. [4] points out the importance of schema
when working with NoSQL databases. [5] aims to manage heteroge-
neous schema of multiple data stores within one system. Amongst
others HyDRa [23] works with cross-database integrity constraints
to handle schema evolution in polystores. As schema evolution in
single stores is already challenging, we focus on graph databases
which were not taken into account in the literature above.

Schema of Graph Databases. There already was work done
on the schema of graph databases [2] as well as for other NoSQL
databases [33, 48]. In Neo4j possible while using the PG-Schema
presented in [2]. The importance of schema and the relevance of
(key) constraints are discussed in [3]. Neo4j offers several options
to use constraints either for a schema-first or -second approach
[42] also discussed in [44]. Currently, little work has been done on
graph schema.

Schema Extraction. Schema extraction already was developed
for other database systems e.g., in [32]. As a result of graph databases
being schema-less, several schema extraction tools using a schema-
second approach are available for property graphs [9, 18, 21]. Over-
lapping types in combination with multi-labeling are a challenge
for Neo4j’s command apoc.meta.schema. Neo4j itself offers the
creation of constraints, either schema-first or -second. In both cases
users have the option of relaxing the schema by adding optional
elements [42]. We plan on building our extraction service on base
of [21] with the novelty of accurately handling overlapping types.

Updates and Evolution. In [10–12] a schema language is de-
scribed as well as the validation of graph databases against the
schema is described. We built upon this work and furthermore,
extended the evolution operations by transform to incorporate
the complexity of graph databases. Approaches on eager vs. lazy
migration are presented in [14, 28, 33]. [13] focuses on single-type
evolution operations (add, delete, rename and retype) in the context
of lazy migration and data evolution. VersionGraph on the other
hand is an example for storing graph data at different versions [15].

Even though there now is a standardizedGraphQuery Language
(GQL) [30], it does not contain an evolution language. Consequently,
the use cases differ. A real-world use case for a relational database
presented in [17], shows how the historical schema can be extracted
and visualized to reconstruct the evolutionary process. This thesis
focuses on the evolutionary process while aiming to ensure an
intuitive syntax for a platform independent evolution language to
perform, handle and visualize schema evolution in graph databases.

Data Exploration. The impact and number of entities affected
by evolution, possibly violating the schema, cannot be estimated by
a user. Consequently, informing the user is mandatory to prevent
unintended outcomes. There are a number of tools to explore a
variety of interconnected data as a graph like [31, 50]. A simple,
native schema visualization excluding e.g., multi-labeling is possible
in Neo4j. An exemplary UI based on expert interviews about how
to visualize the schema of property graphs is presented in [7]. We
plan to implement a similar schema illustration as graph and use
it to demonstrate the impact of evolution on both the schema and
data level. Additionally, the visualization will be used to highlight
changes and compare the first and latest version.

In [51] a graph-like illustration for constraints and queries is
recommended and traceability links for multi-stores are considered
in [27]. Even though the illustration of queries in a graph-like
way can be rather helpful, we believe that additionally the output
schema together with the estimated output graph data are needed
in the evolution process.

Graph Data Profiles. Profiling data provides rich insight into
the data being used for a variety of tasks [19, 20]. In [47], tuple-
generating dependencies (tgd) and similarity constraints are repre-
sented by the concept of Graph Generating Dependencies, demon-
strating the importance of constraint detection when working
with data profiles. The issue of graph dependencies is broached in
[46], too. Queries to extract graph data profiles directly from the
databases are presented in [39]. Here the functionalities of them are
compared between relational databases and property graphs. The
three major categories specified are single property tasks, graph
patterns and dependencies. Some of the data discussed in [39] such
as uniqueness or the absolute number of occurrences for entity
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types will be integrated in the proposed structure profiles. The
combination of schema and statistical information to highlight
heterogeneity and the evolutionary impact is new.

4 PROPOSED APPROACH
The visualization of the schema and data statistics, illustrating
heterogeneous parts of the dataset and showing data changes upon
their comparison, are necessary. This eases their usage to new users
[45]. All Research Questions – short RQs – will be analyzed under
the aspect of the overarching 𝑅𝑄𝑂 : How to make graph database
evolution accessible to a wider range of society while ensuring an
easy usability? In previous work [26], we answered RQ1: How
can evolution operations be described domain independent for graph
databases? (see Section 6.1). The emerging RQs are:

• RQ2:Which schema and statistical information is needed to
define and control evolution and how to align the extracted
data with a schema language?

• RQ3:How to estimate the effort (3a) and illustrate the impact
of evolution and the affected elements (3b)?

• RQ4:How to optimize𝐺𝑀𝑂𝐶 and improve the performance
if multiple evolution operations are executed?

4.1 Schema Management and Extraction
The Schema Management Layer (SML) for RQ2 is needed to illus-
trate, explore, evolve and change the schema and consequently
provides the base for the Evolution Module (RQ3) shown in Figure 2.
To accomplish the implementation of an SML and later on handle
the extracted data, a Schema Language (SL) for the LanguageModule
will be developed. The SL based on [8] is used to describe the im-
plicit schema at different versions while taking all variations, caused
by the highly interconnected data in graph databases, adequately
into account. Schema constraints of existing graph databases like
Neo4j, TigerGraph or OrientDB will be considered, too, enabling
the detection of violations.

Graph Schema - Formal Definition. A graph𝐺 can be defined
as a tuple containing a set of vertices (= node) 𝑉 , edges (= relation-
ships) 𝐸 and the databases name 𝑛𝑑𝑏 analogous to [21].

𝐺 = (𝑛𝑑𝑏 ,𝑉 , 𝐸)
From the graph 𝐺 a graph schema 𝑆𝐺 is extracted whereby 𝑓

represents a schema extraction function for graph data which has to
be developed. Similar to extraction functions for other data models
[32], it derives from the implicit structures of each data an explicit
schema of the whole graph database containing information about
nodes and relationships. 𝑆𝐺 is a tuple consisting of a schema for
both nodes 𝑆𝑉 and relationships 𝑆𝐸 .

𝑓 : 𝐺 → 𝑆𝐺

𝑆𝐺 = (𝑆𝑉 , 𝑆𝐸 )
In contrast to [21] both 𝑆𝑉 and 𝑆𝐸 include the element 𝑖𝑑 with a

uniqueness condition. 𝑖𝑑 is defined as a special kind of property as
it is automatically added by Neo4j upon the creation of any entity
and cannot be changed manually by the user. Moreover, properties
are outlined as 𝑃 with the distinction of being only the property
name 𝑛𝑝 . This limitation is due to schema evolution affecting only

the property names 𝑛𝑝 . Nodes, in addition, inherit a set of labels
𝐿 and associates edges 𝑆𝐸 , while relationships enclose a type 𝑡

which cannot be empty. 𝐿, 𝐷 , 𝐿𝑆𝑁 , 𝐿𝐸𝑁 are all of type String. Their
direction 𝐷 is defined as boolean and thus can take two states:
1) ingoing or 2) outgoing. The start node is specified by a set of its
labels 𝐿𝑆𝑁 . Same goes for the end node 𝐿𝐸𝑁 .

𝑆𝑉 = {(𝑖𝑑, 𝐿, 𝑃 |𝑛𝑝 , 𝑆𝐸 )
�� unique id}

𝑆𝐸 = {(𝑖𝑑, 𝑡, 𝐷, 𝐿𝑆𝑁 , 𝐿𝐸𝑁 , 𝑃 |𝑛𝑝 )
�� 𝑡 ≠ ' ', unique id}

Concept. The SML is the base for the extraction of the graph’s
schema and the structure profiles. This enables visualizing the initial
data and comparing 𝑠𝑐ℎ𝑒𝑚𝑎𝑛 and 𝑠𝑐ℎ𝑒𝑚𝑎𝑛+1. The schema itself is
described through the SL. Moreover, the SML will be used to handle
constraints. To illustrate the impact of evolution on the schema
via RQ3b, an interactive graph schema visualization (Visualization
Module) will be displayed. This includes showing nodes 𝑆𝑉 and their
connections 𝑆𝐸 , while the embedded entity type schema will be
shown on-click. The illustration will be graph-like like in Figure 1.

Extension in Nautilus. An algorithm to extract the initial
schema information directly from the database via Python will
be designed as described in Section 3. A JSON file will be used to
easily extract schema differences. The data will be parsed frontend
using JavaScript, for an interactive integration in the UI for the
Visualization and Preview Module (see Figure 2). Additionally, the
extracted data will be used to detect and handle schema constraints,
informing a user about violations.

4.2 Structure Profiles
Besides the schema, structure profiles will be used to visualize the
data. Structure profiles are defined as relative amount of schema
features, demonstrating whether a feature is optional or mandatory.
Features are labels, types and property keys.

Concept. Based on the SML of RQ2 a preview of the structure
profiles at version n+1 as part of the schema visualization will be
created. The profiles are utilized to show the impact together with
changes caused by evolution, in order to answer RQ3a+b. Based
on the structure profiles, schema constraints are detected by an
algorithm that searches for mandatory and optional elements. Due
to graph databases offering a schema-less environment, such infor-
mation needs to be extracted and visualized schema-second on a
given dataset. Outlining optional elements simplifies the detection
of structural errors. GEO can be used to either perform schema
evolution or to make updates via GEO’s filter functions which could
either cause or adjust heterogeneity. Figure 3 illustrates that the
creation of constraints based on 𝑠𝑐ℎ𝑒𝑚𝑎𝑛 is part of this work pack-
age. Mandatory elements play a major role because they define
whether a constraint is necessary or not. This information is for-
warded to the user upon a possible violation (e.g., actions relaxing
the schema).

Extension in Nautilus.An algorithm to calculate the frequency
for each structural component will be developed. This information
then is used for the structure profiles. Those will be displayed
frontend to inform the user of optional and required elements. For
elements with an occurrence of 100%, a constraint will automati-
cally be created. Constraints can either be saved in a separate file
or directly created on the database. In the latter case they cannot
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Figure 3: Schema Management Layer (RQ2) and Preview Op-
tion (RQ3) to Estimate the Impact of Evolution

be violated. This could be an issue as it might not be intended to
force a schema-first approach upon the user, but rather to make the
user aware that an action will result in a schema change. Therefore,
warnings are created, to preserve the flexibility and capabilities pro-
vided by graph databases. This approach aims to prevent structural
errors from happening while giving a better overview over the data
already available, ensuring the self-determination of the human in
the loop.

4.3 Evolution
A user cannot estimate the degree of change evolution might cause,
which is why a quantitative (through the structure profiles) and a
visual preview option (Preview Module of Figure 2) are essential.

Concept. The extracted schema and statistical data from RQ2
will be utilized to display the schema emerging after an evolution
operation (𝑠𝑐ℎ𝑒𝑚𝑎𝑛+1) in the Preview Module. The graph-like illus-
tration is part of RQ3b to show the impact of evolution. Seeing the
output before taking action is especially helpful for inexperienced
users. The impact of evolution can range from

(1) none (defined pattern not available in the database),
(2) some (required elements become optional and vice versa,

resulting in a relaxed schema)
(3) to all (e.g., split of all nodes with label x).

There will also be a display of the estimated execution time. The
structure profiles, presented in Section 4.2, are used to estimate and
display the affected elements through the Preview Module (RQ3a).
After submitting the evolution form an interactive schema graph
at version n+1 is shown – identical to the preview of the graph
schema visualization.

Extension in Nautilus. Figure 3 shows a detailed architecture
of how the preview will be integrated. As an extension, the general
schema will be displayed as a graph 𝑆𝐺 , due to the findings of [7].
Detected schema differences will be directly highlighted, to ensure a
quick overview over schema changes. A focus algorithm is planed,
to directly visualize schema changes. The data extracted by the
algorithm of Section 4.1 will be used to integrate a reusable visual-
ization of the schema before and after the evolution. The profiles are
also integrated to show required and optional elements. Moreover,
the schema visualization is planned to be interactive, allowing the
user to execute evolution operations directly by manipulating the
schema graph and returning the associated 𝐺𝑀𝑂𝐶 .

4.4 Optimization
RQ4 focuses on addressing optimization. To optimize 𝐺𝑀𝑂𝐶 , a
query optimization needs to be done. This includes relational as well
as graph specific rules [24, 38]. Work in the context of Knowledge
Graphs like [1, 6, 29] will be considered, too. Accordingly, Nau-
tilus will be extended by another graph databases system such as
OrientDB or TigerGraph. Especially, when complex workarounds
are used to perform evolution operations such as split, the execu-
tion time is higher as for single-type operations using single-line
commands. Consequently, optimizing these queries will increase
the performance. The same goes for workarounds using a paired
approach in combination with Python for collection handling. In
such cases, the performance of the Python code has to be measured
and considered additionally.

Another important point is composition, if several evolution
operations are executed in one submit [33, 40]. This helps catch
operations that are nullified like renaming a label from Student to
Person and later on back to Student, resulting in the same output
as if no evolution would have taken place.

5 PLAN FOR EVALUATION
As part of 𝑅𝑄𝑂 user studies are planed to evaluate the evolution
language and the UI as well as the functionality of Nautilus. Nautilus
strives to not only provide an easy to use UI, but also a simplified
understanding of the evolution operations through GEO. Since GEO
plays a major part, it is crucial that the description of what each
evolution operation does, is easy to comprehend. Task-based studies
are planned to evaluate the usability of the UI while a thinking aloud
approach ensures the identification of the component (GEO and UI)
causing issues [35, 37, 43]. To measure the workload the NASA-TLX
will be used [41]. Besides that, a learning and testing phase will be
integrated to identify precision and recall [36]. Testing is performed
after the implementation of each component presented in Section 4
to identify and resolve issues in a timely manner. Moreover, we
will conduct an eye-tracking study to identify any potential issues
related to GEO.

To quantitatively analyse the limitations, the time take vs. esti-
mated as well as the number of elements affected vs. estimated by
each operation will be compared. This ensures the quality of the
estimations made. To test the reliability of Nautilus’s functionalities
native graph datasets of different sizes will be used, like the Neo4j
example datasets1.
1Git repository: neo4j-graph-examples

https://github.com/orgs/neo4j-graph-examples/repositories?type=all
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6 CURRENT STATUS
We completed answering RQ1 How can evolution operations be
described domain independent for graph databases? by developing
the evolution language GEO. Moreover, we implemented GEO in a
first version of our prototype called Nautilus.

6.1 Domain Independent Evolution Language
To answer RQ1 we developed a formal language with an intuitive
syntax called GEO [26] – short for Graph Evolution Operation.
This evolution language is integrated in our tool named Nautilus
and is part of the domain independent level in Figure 2. The opera-
tions defined by GEO are similar to those of other database systems.
While the alter table statements for relational databases are
applicable to specify single-type evolution operations, for docu-
ment databases, more complex single and multi-type evolution
operations are already available showing their importance e.g.,
[16, 34, 49]. In contrast, the implementation of our evolution lan-
guage GEO in Nautilus focuses on graph databases, adapting the
operations in a graph-specific context. In addition to these works,
we implemented a first collection of filter functions. From the do-
main independent GEO derives the platform-dependent Schema
Modification Operation – 𝑆𝑀𝑂𝐶 , through which a precise imple-
mentation in Neo4j’s query language Cypher –𝐺𝑀𝑂𝐶 – is possible.
The domain independent GEO intuitively describes what each evo-
lution operation does, demonstrated in Figure 4 for copying labels.
Figure 1 showcases a concrete graph schema for the same operation.

GEO - Graph Evolution Operation

copyLabels ::= ’copy’ label Professor ’to’ node
’with’ label Manager

𝑆𝑀𝑂𝐶 - Schema Modification Operation

selectPattern (*to copy from*)
WITH LABELS(n) AS labels
selectPattern (*to copy to*)
addLabels YIELD node RETURN node

𝐺𝑀𝑂𝐶 - Graph Manipulation Operation

MATCH (n:Professor) WITH labels(n) AS labels
MATCH (n2:Manager)
CALL apoc.create.addLabels(n2, labels)
YIELD node RETURN node

Figure 4: The Evolution Operation "copy all labels" and its
Realization in Neo4j

6.2 Nautilus – Implementation of GEO
The implementation of all parts discussed above will be integrated
into our momentary program Nautilus2 [25].

Schema Management and Extraction. An APOC function is
momentarily utilized to extract the schema from a given database.
Based on the schema extraction a visualization was implemented.

2Project Website of Nautilus

In the context of 𝑅𝑄𝑂 this ensures that users can directly see the
data within the accessed database. The schema at version n+1 is
visualized shown as table – partitioned by entity types – and an
interactive diagram comparing the schema before and after the
evolution is at hand.

Structural Database Statistics. The precursor of the struc-
ture profiles are called StructuralDatabase Statistics (SDS). Theses
are a hybrid approach, using both data statistics like frequency com-
bined with schema information. The illustration of the SDS aims to
help users to built GEO as all labels, types and property keys are
displayed in the diagram, together with associated relationships
for nodes. The visualization as scatter plot shows the data before
and after the evolution, enabling users to see changes in quantity
and schema information of each entity type. On-click the SDS are
shown for each data point.

Evolution. Nautilus is based on our evolution language GEO,
being visually present at all steps. Via the formal evolution language,
an easy comprehension of each evolution operation is ensured. A
log file, containing all performed GEOs, offers the convenience of
traceability of the performed operations. Drop-down menus are
used to minimize the occurrences of syntax errors and to reduce the
necessary knowledge of GEO. The usage of evolution operations
over time is displayed accordingly to [22].

Next Step: User Study. A task-based study using a thinking
aloud approach was designed to gain first insights into the under-
standability of GEO and our UI. To evaluate our evolution language
adequately we included a questionnaire making use of true-false
statements to see how well GEO describes an operation. We will
then re-engineer each component according to the findings.

7 CONCLUSION
In order to use a system successfully over a long period changes
need to be made. Schema evolution is conducted through the evo-
lution operations add, rename, delete, copy, move, split and merge.
The benefit of graph databases enabling the storage of highly inter-
connected data, also is challenging as context is utmost important
making a transform operation necessary. Especially challenging
is the estimation of the impact of evolution on the database. To
address this challenge, we will design a schema management tool,
including a schema management layer, being the base of a schema
visualization. Moreover, structure profiles – a hybrid approach
making use of statistical and schema data – give insight into het-
erogeneous parts of the data. As query languages are complex,
making professional knowledge necessary, our approach uses an
easy-to-understand formal language called GEO. GEO is an evolu-
tion language capable of performing updates to parts of the graph
data and consequently, covering different use cases than a query
language lacking an evolution language. For the next step we will
analyse the data gained through our first evaluation and take nec-
essary steps of improvement for the UI as well as the evolution
language’s comprehensibility.
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